Abstract—This paper presents a smart-card applet that is able to verify X.509 certificates and to use the public key contained in the certificate for verifying digital signatures that have been created using the corresponding private key, e.g. for the purpose of authenticating the certificate owner against the card. The approach has been implemented as an operating prototype on Java cards.
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I. INTRODUCTION

Smar t cards are used as tamper-resistant devices for creating digital signatures, but usually not for verifying digital signatures of unknown origin [1]. A reason for this is the difficulty of verifying X.509 certificates, i.e. electronic documents in the format defined in the ITU-T recommendation X.509 [2] for binding a public key to its owner. The verification of digital signatures is usually carried out in the host PC. The public key of the root certification authority is stored as trust anchor on the hard drive and must be protected there.

The smart-card applet presented in this paper is able to verify X.509 certificates and digital signatures. This allows storing and retaining the trust-anchor public key in the smart card, where it remains securely protected against tampering. When the verification result and the signed data are finally presented to the user via the host PC, still the same attacks are possible as if when the entire signature verification process is carried out in the host PC. Nevertheless, keeping back the trust anchor in the smart card is useful to better ground the trust in it.

The smart card applet can use the public key contained in the certificate for verifying digital signatures that have been created using the corresponding private key. The digital signatures to be verified could, for instance, be created for the purpose of authenticating the certificate owner against the card in a challenge-response protocol using public-key cryptography. For the purpose of device authentication, [1] defines so-called card-verifiable certificates (CVC’S). The attribute “card-verifiable” may suggest that other certificate formats, like X.509 certificates or PGP (Pretty Good Privacy) certificates, could not be verified on smart cards, but this is not entirely true. It is convenient if the authentication against the card can be carried out using the widely used X.509 certificates, without a card-specific certificate format.

Related work on verifying X.509 certificates on smart cards has been done in the context of Java cards for authentication in wireless LAN networks [4].

The remainder of this paper is organised as follows. Section II introduces the structure and usage of X.509 certificates. Section III describes the implementation platform. Section IV describes the design of an X.509 parser suitable for smart cards. Section V suggests applications and extensions.

II. PUBLIC-KEY CERTIFICATES

A. Structure of X.509 Certificates

A public-key certificate is a mechanism for binding a public key to its owner, which can be a person, organisation, or device. A certification authority (CA), usually a trusted third-party commercial service provider, binds a public key to its
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owner by digitally signing the public key together with data identifying the owner. These signed data together form a public-key certificate.

A widely used format for certificates is defined in the ITU-T recommendation X.509 [2]. X.509 is adapted to the Internet in [3]. These specifications define what information, and in what form, a certificate must or may contain. Fig. 1 illustrates the basic structure of X.509 certificates. An X.509 certificate contains the following attributes:

- Version number: Indication of the X.509 version (must be version 3 if certificate extensions are present). Most currently valid X.509 certificates follow version 3.
- Serial number: Unique serial number of the certificate;
- Issuer signature algorithm identifier: Identifier for the signature algorithm used by the issuing CA for signing the certificate contents;
- Issuer: Name of the issuing CA;
- Validity: Validity period for this certificate;
- Subject: Name or alias of the certificate owner;
- Subject public key info: Public key of the certificate owner and identifier for the signature algorithm with which the key is to be used;
- Certificate extensions: Entry for extensions that are attached to the certificate and that cover information about keys and procedures, attributes of owners and issuers, and constraints of the certification path. The standard fields of X.509 certificates turned out not to be sufficient for many applications. Therefore, the syntax of version 3 was extended to allow including additional data. An extension is a triple (type, criticality, and value of the extension). Extensions marked as critical must not be ignored.

Fig. 2 shows the contents of an example X.509 certificate in textual representation (cryptographic data are shortened).

Certificate:
Data:
Version: 3 (0x2)
Serial Number: 3 (0x3)
Signature Algorithm: md5WithRSAEncryption
Issuer: C=DE, L=Darmstadt, O=Trust Me Ltd, OU=CA, CN=Premium CA
Validity
Not Before: Jul 7 14:42:16 2005 GMT
Not After: Aug 4 14:42:16 2007 GMT
Subject: C=DE, CN=Karim /
Email=nospam@nowhere.my
Subject Public Key Info:
Public Key Algorithm: rsaEncryption
RSA Public Key: (1024 bit)
Modulus (1024 bit):
00:cb:41:02:03:15:ad:d1:a2:84:f8:c5:dc:6c:
[...]
Exponent: 65537 (0x10001)
X509v3 extensions:
X509v3 Key Usage:
Digital Signature, Non Repudiation
Signature Algorithm: md5WithRSAEncryption
Signature:
[...]

Fig. 2 Example of X.509 certificate contents

For specifying the structure of X.509 certificates, [2] and [3] use the Abstract Syntax Notation One (ASN.1) [5]. Fig. 3 shows the specification of an X.509 certificate in ASN.1 [3]. Section IV.A refers back to some of these definitions. For brevity, some optional data elements that may be ignored and some definitions that are not used in this paper have been omitted from Fig. 3.

For a uniform representation of data in different computer systems, a platform-independent encoding is needed. X.509 certificates are encoded using the Distinguished Encoding Rules (DER) for ASN.1 [6], which yield a unique binary representation. Each data element is encoded as a sequence of tag, length, and value. The tag octets identify the type of the data element, the length octets indicate its size, and the value octets contain the actual contents of the data element.

B. Structure of Card-Verifiable Certificates

Unlike X.509 certificates, CVC’s are signed using a signature scheme with message recovery [1]. This saves space and time because essentially only the signature value has to be stored and to be transmitted rather than the signature value together with the plaintext contents. Furthermore, CVC’s do not contain data elements that are hard to be verified on a card, like the validity period.

A CVC contains a certificate holder authorisation (CHA) data element that identifies the role that the certificate holder is allowed to take on in a smart-card application. Checking the
CH. data element contained in a verified certificate may be part of a file-access rule that is enforced on the card [7]. The CHA data element allows giving the right to access a file on the smart card to all individual certificate holders that may take on a certain role, e.g., all certified pharmacists. Role-based authentication using X.509 data elements is not yet specified in [7].

C. Verification of Certificates

A digital signature, created using some private key, can be verified using the corresponding public key. To ensure that the public key that is used really belongs to the remote signer, the corresponding public-key certificate has to be verified. To verify an X.509 certificate, the verifying system has

- to verify the digital signature of the issuing CA upon the certificate contents,
- to check whether the current time is within the validity period of the certificate, and
- to check whether the certificate serial number is not on a suitably recent certificate revocation list (CRL).

In case the public key of the issuing CA is not the trusted anchor, verifying the CA’s digital signature would require to verify the CA’s public-key certificate; and so on, till finally a certificate is reached that can be verified using the trust anchor. A certification path (or chain) starts with the signer certificate and may proceed through a number of intermediate certificates up to a certificate issued by a trusted CA.

III. JAVA CARDS AS IMPLEMENTATION PLATFORM

Java cards are smart cards with an interpreter (Java Card Virtual Machine) [8] for the execution of processor-independent byte code. Code development for Java cards is based on a subset of Java and Java development tools. Java cards are very well suited for the rapid development of prototype smart-card applications. Their computing speed is rather limited because of the limitations of the smart-card hardware and because the Java byte code is interpreted at run-time. However, thanks to the use of crypto-coprocessors, cryptographic operations on Java cards are in general not slower than on other smart cards.

On Java cards, only a subset of the Java language is available. Java cards support the data types Boolean, byte, short, and optionally also int; the data types char, double, float, and long are not available. Only one-dimensional arrays are supported. By default, only basic arithmetic operations and no mathematical libraries are available. There is no garbage collection. Objects and arrays once created cannot be deleted; their storage location remains occupied. Therefore, all necessary objects and arrays have to be created when the Java card applet is installed and to be reused later. Dynamic loading of classes is not supported; all necessary classes must be brought onto the Java card at production time or during the installation of a Java card applet.

The Java cards deployed as implementation platform have a CPU word length of 8 bit, 2300 bytes of RAM, 32 Kbytes of EEPROM, and a default clock rate of 3.5712 MHz [9].
B. Time Complexity

The time complexity of a problem is a measure for the number of steps that an optimal algorithm would need for solving the problem, as a function of the size of the input. Applied to a concrete algorithm, the term time complexity refers, in general, to a measure for the number of steps that this algorithm takes in the worst case, as a function of the size of the input. The exact duration of the program execution on a certain machine is only of secondary interest. Of primary interest is how the duration grows when the size of the input grows. Due to the resource constraints on smart cards, it is important to analyze the time complexity of the X.509 parser algorithm as a function of the certificate size $n$ in bytes.

The X.509 parser algorithm does not process the certificates byte by byte, but attribute by attribute. Because the number of possible attributes is fixed in the specification, their maximum number is constant. Hence, the number of steps required for parsing an X.509 certificate is independent of the certificate size $n$ in bytes; it depends only on the (upper bounded) number of attributes in the certificate. Thus, the X.509 parser algorithm has a constant time complexity $O(1)$.

This is to the users’ advantage. The lower the time complexity of an algorithm, the faster the algorithm will perform its work in practice. Anyway, though parsing does not take longer when the certificate contains a longer public key, verifying the CA’s digital signature will take longer, the longer the signature value and the public key of the CA are.

C. Space Complexity

Due to the limited memory space on smart cards, not only the time complexity but also the space complexity of the X.509 parser algorithm is important. The space complexity of an algorithm is a measure for the number of memory cells that the algorithm needs. Again, of primary interest is how the memory requirement grows when the size of the input grows, but not the exact memory space needed.

In order to process a certificate of the size $n$ bytes in a smart card, an array of size $n$ bytes for storing the certificate and a certain constant number of auxiliary variables for storing the offsets and lengths of the relevant certificate attributes are needed. Thus, the algorithm has linear space complexity $O(n)$. The longer the certificates and keys are, the more storage space is needed on the smart card.

V. Conclusions

The presented solution supports an essential part of the verification of X.509 certificates on smart cards. It supports the verification of the signature of a CA upon the certificate contents, yet it does not support checking the temporal validity of the certificate and checking whether the certificate has been revoked.

The temporal validity of a certificate is normally checked based on the current system time and the validity entries in the certificate. However, this examination is not possible on today’s smart cards since they do not possess a clock. The current time needs to be communicated to the card in a trustworthy way. A solution of this problem could be that the smart card approximates the current time using the most recent not-before date found in a certificate verified on the card, starting from the smart card’s personalisation date, as suggested in [10].

Checking whether the certificate has been revoked or not is not possible since the smart card cannot establish a direct connection to a CRL server. A solution of this problem could be that the host PC communicates the CRL to the card in a trustworthy way. Then, the CRL can be examined on the card.

Due to the resource constraints on smart cards, the time complexity and space complexity of the algorithm play important roles. For algorithms implemented on smart cards, both time and space complexity are desirable to be as low as possible. The parser algorithm has a constant time complexity, i.e. the number of steps required is independent of the certificate size. In addition it has linear space complexity, i.e. the longer the certificates and keys are, the more memory space is required on the smart card that contains the X.509 parser.

The design and implementation of the smart-card applet take the existing standards into consideration to ensure its interoperability with existing signature applications. To put the X.509-based authentication on smart cards into practice, the relevant specifications should be extended to allow formulating role-based access rules using X.509 data elements.
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